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SeCSE - Service Centric Systems Engineering
SED - Service Engineering and Design
SLA - Service Level Agreement
SLDC - The Web Services Development Lifecycle
SOA - Service-Oriented Architecture
SOSE - Service-Oriented Software Engineering
TSE - Traditional Software Engineering
WSDL - Web Services Description Language
XML - eXtensible Markup Language
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Chapter 1

Introduction

Service-oriented systems are developed for constantly changing environments with the expectation that
they will evolve over time in a dynamic manner. The dynamism can vary in that the behaviour of
services can range from answering simple requests to executing sophisticated processes [1] and service-
based applications can change their behaviour in response to context changes by invoking new services
in different combinations. Such systems are constructed by integrating heterogeneous services. These
heterogeneous services are often developed using various programming languages and running on het-
erogeneous operating systems from a range of service providers [2].

Service-Oriented Systems Engineering (SOSE) is different from Traditional Software Engineering
(TSE). This occurs because when building traditional applications using TSE, we have full control of the
execution of the software components, even where they are customised off the shelf systems. However,
when developing compositions, we are exploiting services that are run from third parties. This puts
the development of the software outside the control of SOSE developers. It also moves the control of
execution away from the owners of the service into the hands of others who are now using this service.
This means that when we build service compositions we have to always remember that they will have to
adapt to changes in the services they are exploiting. Quality, such as that expected from TSE applications,
is still required, for example, performance, security, efficiency, usability, but, additionally, other quality
characteristics become equally if not more important, for example, flexibility, dynamicity.

1.1 Background

Service-oriented computing enables software engineers to develop applications dynamically by seam-
lessly integrating software services and processes across communication networks and heterogeneous
platforms [1]. Web and software services are operations that users access via the internet through a
well-defined interface independent of where the service is executed [3]. Many Service-oriented System
engineering (SOSE) methodologies have been proposed in both academia and industry aiming at pro-
viding approaches, methods and (sometimes) tools for researchers and practitioners to engineer service-
oriented systems (see for instance [4]). SOSE methodologies are more complex than traditional software
engineering (TSE) methodologies, having to deal with new challenges while keeping the principles of
TSE. The additional complexity results mainly from open world assumptions, co-existence of many
stakeholders with conflicting requirements and the demand of adaptable systems [5]. To improve the
understandability of a methodology and its guidance, software development process models (describing
what activities a development process consists of and how they should be performed) have been often
used since they visualize the development process proposed by the methodology. However traditional
software process modeling techniques are no longer directly applicable or adaptable in SOSE [6], and a
number of service life cycle models have been proposed by both industry and academia (e.g. [7] [6] [4]
[8]). However, none of the proposed models has either reached a sufficient level of maturity or been able
to fully express the aspects that are peculiar to SOSE.

External Final Version 1.0, Dated 31 Aug 2009 5



S-Cube
Software Services and Systems Network Deliverable # CD-JRA-1.1.4

In the S-Cube project, the Services Engineering and Design research which is carried out allows the
project team to build further on TSE and SOSE research. In doing this, we can combine techniques
and methodologies from both disciplines to strengthen the process through which service systems will
be developed. This is evident in the research presented in this deliverable. For example, in [9] we in-
tegrate adaptation from SOSE with maintenance from TSE to extend the process from the development
life-cycle. In the first stages of this project [1], S-Cube partners developed a life-cycle for services which
consists of two cycles (see Figure 1.1). In cycle 1, the evolution cycle, shown on the right hand side
of the diagram, service-oriented systems are developed following the traditional stages of requirements
engineering, design, construction and deployment, while also focusing on quality assurance. As stated
earlier, services-oriented development must allow for the systems to be dynamic, with the developer con-
sidering continuous adaptation of the system. The life-cycle shown here highlights not only the typical
design-time iteration cycle (Evolution), but it introduces a new iteration cycle at runtime, Adaptation.
This is undertaken in all the cases in which the adaptation needs are addressed. In addition, throughout
the process within the complete life cycle, there must also be a focus on operation management and
quality.

Figure 1.1: The Life-Cycle of Adaptable Service Based Applications.

The need for 2 cycles arises because the nature of dynamic services development is to ensure that
the system evolves over time. The two cycles do not conflict with each other. Instead, they cohexist and
support each other during the lifetime of the application. With services development, adaptation of the
system is important to, or even essential in, system development and design. It is therefore incumbent
upon us, in this era of services development, to ensure that software engineering processes are modified
to allow the principles of software services development to be enacted successfully during the product
life-cycle.

In a further development of the life-cycle shown in Figure 1.2 [10], we have identified the various
adaptation- and monitoring-specific actions carried out throughout the life-cycle of the SBA, the main
design artefacts that are exploited to perform adaptation, and the phases where they are used (dotted
lines). In the requirements engineering and design phase, the adaptation and monitoring requirements
are used to perform the design for adaptation and monitoring. During SBA construction, together with the
construction of the SBA, the corresponding monitors and the adaptation mechanisms are being realized.
The deployment phase also involves the activities related to adaptation and monitoring: deployment
of the adaptation and monitoring mechanisms and deployment time adaptation actions (e.g., binding).
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Figure 1.2: Actions and Artefacts within S-Cube life-cycle

During the operation and management phase, the run-time monitoring is executed, using some designed
properties, and help the SBA to detect relevant context and system changes. After this phase the left-
side of the life-cycle is executed. Here, we can proceed in two different directions, executing evolution
or adaptation of the SBA. In the first case we re-start the right-side of the cycle with the requirements
engineering and design phase while in the second case we proceed identifying adaptation needs that can
be triggered from monitored events, adaptation requirements or context conditions. For each adaptation
need it is possible to define a set of suitable strategies. Each adaptation strategy can be characterized by
its complexity and its functional and non functional properties.

1.2 Deliverable CD JRA 1.1.4

The purpose of this deliverable is to develop knowledge models that associate, compare and coordinate
software engineering and service-oriented computing processes, methods, modelling and analysis tech-
niques and tools available for use in these disciplines. In the S-Cube deliverable JRA-1.1.2 [11], we
developed the S-Cube life-cycle. The extension of this knowledge model is to focus on particular phases
of the life-cycle, and expand our knowledge at to what should occur within each of these phases. Ad-
ditionally, in deliverable JRA-1.1.2 we presented the aspects of the project on which we would work
during year 2 of S-Cube:

(1) Understand how to model and reason on the context from where adaptation/evolution requirements
should come.

(2) Consolidate our understanding on adaptation and evolution of service-based applications and iden-
tify proper approaches for selecting adaptation requirements and for reason on them in order to
handle possible conflicts and inconsistencies.
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(3) Integrate the results achieved on the human-computer interaction aspects with the body of knowl-
edge we have acquired on the life cycle for adaptable service-based applications.

The research presented here and in the corresponding papers [9][12][10][13][14] are focused on
working towards these aspects, focusing specifically on the Requirements elicitation, Design for adap-
tation and Extended operation phases. With a view to (1) above, our first step was to develop and
understanding of the existing TSE/SOSE models [13], this research is presented in Section 2.1.1. Re-
quirements elicitation, focusing particularly on context is contained in [14] and in Section 2.2 and works
towards aspect (3). To consolidate our understanding on adaptation and evolution of service-based appli-
cations (2), we carried out research on the topic of design for adaptation (see [10] and Section 2.3) and on
the investigation of software practices within the adaptation cycle (see [9] and Section 2.4). The work by
[12] also supports this research aspect by considering the formal modelling of services evolution through
versioning and its impact to the services environment as an initiator of adaptation. This is described in
Section 2.5 of this document. In Chapter 3 we summarise our research our research contribution. In
Chapter 4, we discuss how the outcomes from this research contributes towards the S-Cube research
vision, along with proposed future research that can be carried out within S-Cube.
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Chapter 2

Development of Services Life-cycle Phases

2.1 Guiding the Service Engineering Process: The Importance of Service
Aspects

The fundamental change in developing service-oriented systems as opposed to traditional software sys-
tems is that software is delivered as a service. As such, users pay for and use services instead of buying
and owning software. Consequently, users do not have the control of services, which are controlled by
service providers instead. These changes are reflected by three service aspects that we will discuss in
detail in this section.

2.1.1 Introducing three service aspects

The relevance of cross-organizational collaboration The focus of SOSE shifts from the development
of applications to services that are collaboratively developed by multiple Service-Oriented Architecture
(SOA) roles [15, 16], such as service consumer, service provider, service broker. These roles are of-
ten distributed in multiple departments or organizations. In this case, interactions between development
activities associated with multiple business roles demand for collaboration between multiple organiza-
tions. We call this type of collaboration, which crosses the boundaries of the domain of each role,
cross-organizational collaboration.

Consequently, the processes of discovering, selecting, composing services require continuous inter-
action (or collaboration) [17] between the participating roles through the service development life cycle.
This makes their relationship tighter but also demanding clearer governance and agreements.

Since collaboration between multiple roles becomes part of the SOSE process, it is of great impor-
tance to highlight this collaboration in a SOSE process model. When the collaboration becomes explicit
and clear, the need for corresponding agreements or contracts becomes evident. Consequently, appropri-
ate governance can be applied.

Increased importance of the identification of stakeholders We ideally define a stakeholder as a
role in a SOSE methodology. Please notice that in the reality, a role can played by different stakeholders
(i.e., persons, groups or organizations) and vice versa, the same stakeholder can play different roles. For
the purpose of our analysis of service aspects, however, such differentiation can be easily ignored.

Since cross-organizational collaboration becomes more critical in SOSE, the importance of clearly
identifying stakeholders increases accordingly. Furthermore, the decision on whether a role should be
identified as a separate stakeholder in a SOSE process model depends on what type of interactions the
model intends to represent. For instance, if a SOSE development approach intends to emphasize, or
elaborate, on how monitoring is provided, the service monitor has to be selected as a stakeholder.

The importance of the identification of stakeholders in SOSE process models also lies in the fact
that stakeholders in the SOSE development process do not always assume the same roles as in TSE. For
instance, in general a software developer is responsible for implementing software applications, while
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in SOSE a service developer could be responsible also for composing existing services, depending on
specific methodologies. Without specifically associating SOSE activities with stakeholders, one is not
able to visualize the corresponding responsibilities as one would do in TSE.

In summary, identifying stakeholders with the appropriate level of detail in a SOSE development
approach facilitates the establishment of a corresponding SOSE process model describing associated
activities and their interactions at an appropriate level of abstraction.

The need for increased effort at run-/change time In TSE, the main goal is to develop high quality
applications that meet the requirements of the end users. Consequently, most of the effort is dedicated to
design (collecting requirements, design, and implementation) and change time (maintenance). Runtime
activities are hardly addressed if not in specific domains. Furthermore, change time activities are often
performed off line (either with or without execution interruption).

Different from TSE, the main goal of SOSE is to deliver high quality, agile, and robust services that
are able to meet the ever-changing business requirements. Consequently, much more development effort
is shifting from design time to run-/change time. For instance, components identification is a typical
design time activity aiming tat analyzing and selecting existing components for constructing software
systems. Service identification (or discovery), a SOSE activity equivalent to components identification,
is often encouraged to be performed at runtime in order to find the most suitable services dynamically
for composing agile SBAs.

Most existing SOSE process models do fail in emphasizing this shift. By explicitly modeling the
two stages, a process model can visualize the amount of activities shifted to run-/change time, hence
providing useful inputs to resource allocation.

2.1.2 An initial experiment with service aspects

With the aim of gaining insight in the extent to which the modeling of the three service aspects improves
the guidance of a SOSE development approach, we modeled them in a concrete and practical context. In
particular, we looked for a development approach specifically focusing on SOSE and explicitly consider-
ing adaptation and evolution as important aspects. As highlighted also in Deliverable CD-JRA-1.1.2 [11],
most of the existing approaches do not take these two elements into account. Therefore, we selected and
modeled for our experiment an approach that, even though not fully mature and tested, offers methods
and tools to explicitly fulfill the requirements above. This is the methodology developed within the
SeCSE project [18].

By focusing on service aspects, our main objective is to discuss what has to be modeled rather
than how to model. For illustration purposes, we use BPMN1 as process modeling notation to be used
to communicate a methodology to its users. This is expressive enough to represent the various inter-
dependencies and multiple stakeholders involved in the SeCSE development process.

The resulting model from the SeCSE project is given in 2.1, where the service aspects are explicitly
modeled in terms of graphical patterns. These graphical patterns are a set of pre-defined notations that
we used to capture the service aspects. More specifically, we modeled the stakeholders in terms of the
stakeholders pattern to highlight the increased importance of the identification of stakeholders. Their as-
sociated activities and inter-dependencies are modeled in terms of the cross-organizational collaboration
pattern to highlight the interactions that might go beyond the organizational boundaries. The increased
effort at run-/change time becomes obvious when they are separated from the design time effort using
the 2-stage pattern.

In this section, for each service aspect we first explain its associated graphical pattern in a SOSE
process model in general; and then we discuss how the SeCSE methodology addresses the service aspect
by observing the SeCSE process model against the graphical pattern. In this way, we show how each
service aspect both emphasizes the characteristics of the SeCSE methodology itself and facilitates better
SOSE guidance.

1www.omg.org/spec/BPMN/
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Figure 2.1: The SOSE process model for the SeCSE methodology.
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The relevance of cross-organizational collaboration

Fig. 2.2 graphically illustrates the cross-organizational collaboration (COC) service aspect. The left-hand
side of the figure shows three collaboration types (COC patterns): the peer activities group models same
activities carried out in parallel across multiple partner enterprises; the main-sub activities model the
same activities carried out partially by one partner enterprise and completed by another; the distributed
activities model inter-dependent activities carried out across multiple partner enterprises. These patterns
are exemplified in the right-hand side of Fig. 2.2.

Figure 2.2: Service aspect: cross-organizational collaboration (COC).

By observing the SeCSE process model (shown in Fig. 2.1) against the three COC patterns defined
in Fig. 2.2, attention is brought to specific types of cross-organizational collaboration.

• Peer activities group: Service negotiation occurs twice in the SeCSE development pro-
cess. One is carried out by a service provider and a service consumer; another is carried out by a
system builder and a service provider. By nature, each service negotiation must be performed in
parallel by both its stakeholders as peers. The results of the collaborations (indicated by the data
objects attached to the peers) are SLAs. Different from TSE where contracts are often established
after software is built, SLAs in SOSE often precede final service products (service composition in
the case of the SeCSE methodology). These SLAs are also potentially useful to other activities
such as service monitoring.

• Main-sub activities: Service centric architecture and composition design
are carried out by a system builder and service provider in a cooperative manner. A system builder
has the main responsibility for this activity, whereas a service provider focuses only on a subset of
its tasks.

Service specifications are modeled as three activities with related service specification
as data objects. They are carried out by a service developer, system builder and service provider in-
dependently but on related artifacts. In general, a service developer creates service specifications
for a component service, which influences a composite service carried out by a system builder.
The system builder has to make sure that the QoS characteristics defined in the specification of the
component services are compatible with those of the composite service. When a service composi-
tion or a single service is deployed, the service provider may add information to the corresponding
specification known at deployment time.

• Distributed activities: Service centric architecture and composition design
is carried out by a system builder at design time and binding and re-binding is carried
out by a service provider at run-/change time. Cross-organizational collaboration occurs when
new substituting services are discovered at run time (e.g., due to a new requirement) and service
composition needs to update its bindings to accommodate the change.

Only when the collaboration is explicitly captured, the stakeholders of service-oriented systems can
gain insight on the impact between their own responsibilities and the others’. Each stakeholder has a
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clearer view on at what time (“when”) which activity (“what”) has to be carried out in cooperation with
which stakeholder (“who”) and in which manner (“how”). In the SOSE development process, external
enterprises often continuously play important roles throughout the service life cycle. By looking for the
cross-organizational collaboration patterns in a service process model, enterprises are brought to focus
on the points needing strategic business agreements that should regulate such tight collaboration.

Increased importance of the identification of stakeholders

Fig. 2.3 graphically represents the stakeholders pattern (and an example), which makes the stakeholders
in a SOSE process model explicit. The figure aims at highlighting the fact that each horizontal bar is
associated to a role or stakeholder and therefore includes those activities that are executed by it. By ob-
serving the SeCSE process model (shown in Fig. 2.1) against this stakeholder pattern, we can see that the
SeCSE methodology involves mainly four stakeholders, namely: service developer, system
builder, service provider and service consumer). These stakeholders, potentially rep-
resenting partner enterprises, play common SOA roles from the perspective of service implementation,
integration provision, and consumption.

Figure 2.3: Service aspect: increased importance of the identification of stakeholders.

Explicitly modeling the identified stakeholders improves the guidance of the SeCSE methodology
as follows. Firstly, by placing the SOSE activities in the corresponding swimlanes, the SeCSE process
model naturally shows the responsibilities and collaborations of and among stakeholders. This is espe-
cially crucial in SOSE where cross-organizational collaboration occurs in almost all activities. In this
way, the business dependencies requiring contractual/SLA agreements are made explicit, and project
managers can better plan the allocation of development activities based on the skills and responsibilities
of the internal and external stakeholders.

Secondly, service composition centered characteristic of the SeCSE methodology is well captured by
the SeCSE process model when identified stakeholders are explicitly modeled. Fig. 2.1 shows that most
of the development activities are associated to the system builder and the service provider (stakeholders
that carry out service composition activities). Furthermore, the model shows that the system builder
and the service provider are tightly linked; the service developer and the service consumer are instead
loosely linked. Due to focus of service composition, the service consumer in the SeCSE process model
is considered as the consumer of composite services, rather than the consumer of component services.
Therefore, the service consumer does not have direct interaction with the service developer, and the
system builder must cooperate with the service provider in multiple activities. In this way, the SeCSE
process model very well captures the fact that service composition is the main focus of the SeCSE
methodology and consequently provides better guidance in that the stakeholders are able to gain Fig. 4.
Service aspect: increased effort at run-/change time (2-Stages) better understanding of the focus of the
(SeCSE) methodology.

The need for increased effort at run-/change time

Our approach of separating the design and run-/change time activities in a SOSE process model is pre-
sented in Fig 2.4, where run-/change time activities are placed in a gray box. The left-hand side of the
figure shows the 2-stages pattern, exemplified in the right-hand side of the figure. In this example, it is
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visually evident that service design is carried out at design time; while service discovery
is performed at run-/change time.

Figure 2.4: Service aspect: increased effort at run-/change time (2-Stages)

By observing the SeCSE process model (shown in Fig. 2.1) against the 2-stages pattern defined in
Fig. 2.4, we are now able to easily distinguish the design time activities (falling in the left-hand side of
the figure) from the run-/change time activities (in the shadowed area at the right-hand side of the figure).
Consequently, the guidance for applying the SeCSE methodology is improved in that the process model
shows its support for adaptation, service composition and facilitates critical project plan decisions.

Firstly, we notice that about one third of the development effort, simplistically computed in terms of
number of activities, is dedicated to run-/change time. In particular, runtime service discovery
and service negotiation are supported by the SeCSE methodology with the objective of increas-
ing the adaptability and agility of resulting systems to meet on-the-fly requirements. Thereby, related ac-
tivities such as runtime service monitoring, recovery management, and binding and
re-binding are also in place.

Secondly, we notice that the development effort dedicated to run-/change time activities is not evenly
distributed among the stakeholders in the SeCSE methodology. Instead, the service provider carries out
most of the run-/change time activities; while the system builder and service developer do not perform
run-/change time activities at all. We have discussed in Section 2.1.1 that the roles of system builder
and service provider are extensively developed due to the service composition centered approach. The
process model illustrates and emphasizes further the separation of design and run-/change time activities:
the system builder focuses on the design of service compositions; while the service provider focuses on
the provision of service compositions.

Thirdly, knowing which activities are executed at which stage is also crucial in SOSE. Project man-
agers should be able to adjust project plans based on the criticality of the activities since runtime activities
are directly related to executing services real-time and therefore more critical than design time activities.
For instance, as shown in Fig. 2.1 service negotiation is supported by the SeCSE methodology at both
design time and runtime. The difference is that at design time, service negotiation occurs between a
system builder and a service provider for component services that are selected for service composition;
at runtime it occurs between a service provider and a service consumer for a composite service that
fulfills business requirements. This difference results in different levels of business commitment. At
design time, the failure of reaching service level agreements or the failure of collaborating with a service
provider does not have huge business impact on the system builder; the system builder can always de-
cide to look for an alternative service. However, at runtime if the composite service fails to execute or
does not reach the quality it promises, the system builder faces risks to loose its customer and even its
business market. Here, the business commitment is much higher than at design time. Being aware of this
difference, a project manager is able to decide which actions to take for activities with various levels of
criticality.
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2.2 Using Services to Discover Requirements for Service-Based Applica-
tions

2.2.1 Introduction

Context-aware computing has already a long tradition, so that the need arises to introduce context-aware
features in SBAs as well. Whilst the development of context-aware systems has been the subject of con-
siderable research, the challenges of discovering and specifying requirements on such systems have not
been sufficiently addressed. Therefore, this Section reports research dedicated to requirements elicitation
for context-aware SBAs, and is given in detail in [14].

The basis for this research are scenarios that have been shown to be an effective technique for elicit-
ing requirements [19, 20, 21]. In particular, we extend the existing ART-SCENE scenario walkthrough
method and its related tools to cover relevant context-aware information. Scenario walkthroughs are
structured workshops in which stakeholders step through each scenario event in turn, discovering re-
quirements to handle each event in turn. ART-SCENE is a method and associated tools to support a
systematic scenario walkthrough. The method is based on a normal course scenario, which is automat-
ically extended with alternative course events during the walkthrough. These alternative course events
trigger the elicitation of alternative and exceptional scenarios, which complement the initial set of re-
quirements. Consequently, the major challenge is to elicit relevant context factors, which might impact
the behaviour and/or the quality of the SBA. These context factors in turn resemble a set of events, which
may trigger the elicitation of context-dependent alternative course scenarios.

The elicitation of context factors and the related alternative course scenarios are based on codified
context knowledge and its inclusion in the ART-SCENE method. To achieve this integration, the context
knowledge was organised according to different types (e. g. knowledge about the location, knowledge
about the user, etc.). Classes of abnormal behaviour, which describe an event that triggers an alternative
course scenario, were assigned to these context types. These classes of abnormal behaviour allow us to
describe events of alternative course scenarios in sufficient detail without overloading the stakeholder
when s/he performs the scenario walkthrough.

2.2.2 Extending ART-SCENE

We extended the ART-SCENE environment with 3 types of knowledge:

(1) new classes of abnormal behaviour and state specific to service-based applications;

(2) new rules to generate alternative course events in scenarios that instantiate these new classes of
abnormal behaviour and state, and;

(3) guidelines for specifying requirements in response to these generated alternative course events.
The new classes were generated using an exploratory three-stage process based on the types of
context reported in [22].

In the first stage we walked through one normal course scenario that described a driver’s use of an
in-car navigation system. The context types were used to generate instances of alternative courses in
the scenario that could generate or refine requirements on the in-car navigation system. In the second
stage we generalized and aggregated the new alternative course classes to remove duplicates. In the third
stage we validated the new alternative course events by walking through a new normal course scenario,
describing remote management of home appliances, and instantiating the same alternative course classes
to each scenario event in it. We retained alternative course class that could be instantiated to generate
alternative course events and which generated new and valid requirements in the new domain. The
alternative courses were then validated against the 40 classes of abnormal behaviour in the original
database, removing duplicates that were associated with event timings.
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The result was a prototype extension of the ART-SCENE took with which to explore the usefulness
of the extensions during formative evaluations. The next sections describe the extensions in more detail.

2.2.3 Introduced New Classes of Abnormal Behaviour

A sample of the new classes of abnormal behaviour classes grouped by their context type, are reported
in Table 2.1. A complete table is available in [14]. We generated 8 new classes and sub-classes of
abnormal behaviour for the computing context, divided into behaviours and states related to services and
devices. We generated 17 new classes and sub-classes for the user context, 9 for the physical context, and
2 for the time context. The lower number of time context classes reflected the overlap with the original
ART-SCENE knowledge already encoded in its database. Therefore, some of the identified classes of
abnormal behaviour relevant for context-aware SBAs were removed to avoid duplicates.‘

ID Abnormal behaviours and states
Computing Context Abnormal behaviours and states
SE1 What if there is an exception with the service?
SE1.1 What if the service is not available?
SE1.2 What if the time to complete the service request is too long?
SE1.3 What if the service is busy?
User Context Abnormal behaviours and states
CO1 What if there is an exception with the consumer?
CO1.1 What if the consumer is busy or not available?
CO1.8 What if the consumer is working collaboratively?
CO1.16 What if the consumer has a different nationality?
Physical Context Abnormal behaviours and states
LO1 What if there is an exception about the location?
LO1.1 What if there are legal consequences of the (current or future) location?
LO1.4 What if the (current or future) location prevents communication?
LO1.7 What if the (current or future) direction that the consumer is pointing changes?
Time Context Abnormal behaviours and states
TI1 What if there is an exception relating to the time?
TI1.1 What if this activity is happen at different time, e.g. time of day?

Table 2.1: Classes of abnormal behaviour and state by context type

For each of these 36 new classes of abnormal behaviour and state, we sought to specify one rule that
would generate candidate alternative course events by instantiating it for each normal course event. No
rules were identified and generated for classes CO1.14, CO1.15 and CO1.16 because we were unable
to associate ART-SCENE action and agent types to alternative course events related to privacy, religion
and nationality. The remaining 33 rules were specified in a condition-action form. For example rule
Context 8 specifies that:

IF the event is start of action of type (system or communication) undertaken by agent type (device)
THEN generate alternative course instantiating class DE1.3 (What if the device has already under-

taken other behaviour?)
This rule was specified to generate alternative course events that describe the situation when a device

is busy because of its internal processing or external communication with other devices or human agents.

2.2.4 Specifying More Precise Requirements

Generating possible alternative courses specific to context-aware SBAs can increase the coverage of the
requirements process but, on its own, it is unlikely to increase the precision of the resulting require-
ments. To achieve such a higher precision, we need to differentiate the way in which the requirements
are elicited. Our solution was to provide different requirements authoring guidelines associated with
different classes of abnormal behaviour and state. We aligned different requirements types with different
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classes of abnormal behaviour and state, then prescribed different authoring guidelines based on the re-
quirement type, as supported in the VOLERE [23] and Planguage [24] approaches. This alignment was
achieved using the 3 broader requirements classes of Quality-related requirements, Requirements linked
to user characteristics and context-specific requirements. The type of requirement to specify for different
classes of abnormal behaviour and state is given in Table 2 of [25].

To guide requirements analysts to specify the different types of requirements we offer a different
template with tailored guidelines for each requirement type, similar to the established VOLERE [23] and
Planguage [24] techniques. For example an instance of the class of abnormal behaviour SE1.2—the time
to complete the service request is too long—might be mitigated or avoided by a user-type requirement
that specifies different permitted service consumer behaviours and/or a performance-type requirement
on the system specified using metrics such as throughput and latency [26]. Table 2.2 reports two possible
requirements—one of each type—that can be specified in response to an alternative course event that in-
stantiates class SE1.2. The first specifies behaviour that the service consumer shall be able to undertake:
if the service is taking too long to respond to the request, the service consumer shall be able to select
alternative services that achieve the same result. The second specifies a required performance character-
istic of the service-based application: the application shall be able to support different communication
networks that make the application more reliable and, therefore, improve performance times that will
can increase the likelihood of the alternative course event not occurring.

Abnormal Behaviour Class What if the time to complete the service request is too long?
(SE1.2)

Requirements Type Performance
Service consumer
The service consumer can undertake
actions to avoid or overcome the
request-response delay

The passenger shall be able to select between services based on
the predicted performances of relevant and available services

Measured by Latency
The time between the service invoca-
tion and the service reply.

The system shall be able to use a UMTS or WiFi connection.

Table 2.2: Example template to elicit Performance requirements

To enable a validation, we are currently extending ART-SCENE with the complete set of requirement-
type templates and guidelines listed which will be linked to its VOLERE shell for documenting require-
ments.

2.2.5 Example Scenarios

We used the extended version of ART-SCENE to generate new scenarios. One of these, which describes
how a resident remotely manages their home when returning from work, is shown in the ART-SCENE
web client in Figure 3. The normal course on the left-hand side describes events that are start of actions
such as the mobile phone displays the home status to the resident and the resident uses the mobile phone
to manage her home. Most of the alternative courses on the right-hand side are instances of the new
abnormal classes of behaviour of state generated for the action the resident uses the mobile phone to
manage her home. An example of a consumer alternative course event is what is the consumer does not
have enough time? One device alternative course event is what if the device type is different? One time
alternative event is what if this activity happens at different time, e. g. time of day? Figure 2.5 also shows
alternative course events starting with code GAC generated from the original ART-SCENE classes, e. g.
what if the information manipulated in this action is out-of-date?

Requirements generated from the new alternative course events might introduce functionality to
guide the resident to manage her home when she has time, prompt the resident to undertake different
tasks during the day, and support the functionality on different types of mobile device. Furthermore, the
specification of these requirements might include preconditions related to different user, device, location
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and time contexts.

Figure 2.5: Segment of a remote home control scenario generated with the extended version of ART-
SCENE

2.2.6 A First Formative Evaluation

To evaluate the ART-SCENE extension we have published the automatically-generated scenario depicted
in Figure 2.5 on the ART-SCENE web-site, and asked experienced requirements analysts to comment
remotely on the perceived usefulness and usability of the alternative course events for discovering and
specifying requirements using a structured questionnaire. Results are pending: we plan to report them as
part of the S-Cube IA-3.2 workpackage. S-Cube builds on the ESPRIT IV CREWS Long-term research
project, which led to the ART-SCENE software environment.

2.2.7 Further Evaluation

The paper written on this research [14] reports results that demonstrate the integration of context-aware
computing concepts into existing requirements engineering techniques and tools. Scenarios, which are
one technique for representing and reasoning about context in requirements processes, are extended
with alternative course events that instantiate different classes of context. As such context information
described in both the scenario normal course and course events is presented in different combinations
to describe different possible contexts for which requirements on service-based applications might be
specified. The successful development of ART-SCENE demonstrates that the extension is tractable.

The next stage of the reported research is to undertake a more complete formative evaluation of
the extended ART-SCENE environment. We will investigate whether the extended environment will
result in the specification of a larger number of requirements, requirements that are more complete,
and requirements that are more precise. Evaluation data will be collected from a series of face-to-face
scenario workshops including 6–8 stakeholders each at different European sites, following the ART-
SCENE workshop process reported in [27]. These sites include an Austrian IT systems integration
organization, a German systems consultancy specialising in support for the German federal states, and a
small consortium of experienced requirements analysts based in London.

The evaluation in be in 2 major stages. In the first a facilitator will run each workshop by walking the
stakeholders through 2 versions of a scenario: alternative course events generated from the standard ART-
SCENE classes of abnormal behaviour and state, and alternative course events generated from the news
classes extended for service-based applications. A scribe will document each requirement’s description
and rationale generated by the stakeholders in ART-SCENE. After each workshop the stakeholders will
be divided into 2 groups of 3 or 4 stakeholders each. The first will use ART-SCENE’s requirements
specification template to complete the specification of a subset of the requirements generated from the
original alternative course events, whilst the second will use the extended requirements specification
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template described in section 3.3 to specify requirements from the new alternative course events. As a
result the workshops will generate a corpus of requirements specifications that will be reviewed in the
second stage of the evaluation.

During the second stage an independent requirements expert will analyze and score each of the
stakeholder requirements for its completeness and precision blind to their source. We will then compare
the requirements’ scores to investigate whether requirements generated from the extended ART-SCENE
environment generate a larger number of requirements, requirements that are more complete, and re-
quirements that are more precise. We hope to report results from this evaluation in the near future.

2.3 Design for Adaptation of Service-Based Applications: Main Issues
and Requirements

2.3.1 Design for Adaptation

Modern service-based applications have to be adaptable to unforeseen changes in the functionality of-
fered by component services, to their unavailability, to decreasing performances, to the current context
of use as well as to specific requirements and needs of the specific users. Most of the existing approaches
address this issue by hard coding in the infrastructure supporting the execution of service-based appli-
cations a limited number of adaptation strategies that are triggered only when some specific and known
events happen. Adaptation of service-based applications works properly only in the case the applica-
tion is designed to be adaptable. Furthermore, different application scenarios and domains may expose
different characteristics and therefore pose different requirements on the adaptation activities. As it is
shown in the reference paper [10] with the help of automotive supply-chain, wine production system, and
mobile application scenarios, these characteristics may include the properties of the application context,
dynamicity of involved services, human involvement, etc. Furthermore, service-based applications have
to face very different adaptation needs, including customization, recovery and repair, self-optimization
and context-driven adaptation.

For service-based applications to be designed in a way to support adaptability and to support the
above diversity of problems, a number of design principles and guidelines that are suitable to enable
adaptation is presented. At design-time it is necessary to consider possible adaptation alternatives (dif-
ferent strategies and their properties) and different adaptation triggers that motivate the application adap-
tation, as well as to relate adaptation triggers and adaptation strategies together.

The following subsection explain different elements of the design for adaptation process, as well
as the guidelines for the identification, selection, and realization of the adaptation strategies and their
relation to the adaptation triggers.

2.3.2 Adaptation and evolution in service-based applications

Figure 2.6 (see the appendix for the details about the way UML diagrams are used through the docu-
ment) shows the main ingredients that are needed for building and operating Adaptable Service-Based
Applications (Adaptable SBAs or simply SBAs from now on). An Adaptable Service Based Application
also poses new requirements in terms of monitoring and adaptation aspects. Monitoring Requirements
concern the need for detecting (part of) those situations that may trigger the need for adapting an SBA.
Adaptation Requirements are fulfilled by Adaptation Strategies that can be executed during the Adap-
tation Process that is triggered by Monitored Events or by any other external stimulus. The Context
includes users and execution properties.

Generally, adaptation requires some temporary modification permitting to respond to changes in the
requirements and/or in the application context or to faulty situations. Other situations could require the
re-design and/or the re-engineering of the application modifying it permanently, in such case adaptation
is called evolution.
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Figure 2.6: Main concepts related to the definition and operation of Adaptable SBAs.

2.3.3 Design for adaptation: main ingredients

The main elements for the design for adaptation process are the adaptation strategies and the adaptation
triggers. The former represent the alternative ways for performing SBA adaptation in different situations,
while the latter characterize those critical situations. Different alternatives may have different function-
alities, characteristics, and consequences, and its suitability for dealing with a specific change can be
strictly related to the context and the whole application functional and non-functional requirements.
Then the identification of the most suitable adaptation strategy to activate can be a complex issue since
different system characteristics have to be considered. In the next subsections, guidelines to support this
selection are provided.

Adaptation strategies

In order to avoid the application performance degradation, it is necessary to identify the most suitable
adaption strategy that is able to maintain aligned the application behaviour with the context and system
requirements. Among the adaption strategies, it is possible to distinguish domain-independent (appli-
cable in almost every application context) or domain-dependent strategies (limited to specific execution
environments). The most common domain-independent adaptation strategies are service substitution,
re-execution, (re-)negotiation of QoS properties, (re-)composition of services, compensation, trigger
evolution, log/update adaptation information and fail.

Adaptation triggers

The adaptation in SBA may be motivated by variety of factors, or triggers. Such triggers may concern
the component services or the context of SBAs. As for the former, one can identify such factors as
changes in the service functionality or changes in the service quality. As for the contextual triggers, one
can distinguish changes in the business context, changes in the computational context, and changes in
the user context.

Each trigger can be associated with a set of adaptation strategies that are suitable to re-align the
application within the system and/or context requirements. In order to select the adaptation strategy to
apply, it is necessary to consider that adaptation triggers may be associated with different requirements
that are important for designing and performing adaptation, such as scope of the change (whether the
change affects only a single running instance of the SBA or all of them); impact of the change (the
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Trigger Adaptation strategy
Changes in the service functionality Service Substitution, Re-execution, Re-negotiation, Re-

composition, Compensation, Fail
Changes in the service quality Service Substitution, Re-Negotiation
Changes in the business context Service Substitution, Re-Negotiation, Re-composition,

Trigger Evolution, Log/update relevant adaptation infor-
mation

Changes in the computational context Service Substitution, Re-negotiation, Re-composition,
Trigger Evolution, Log/update relevant adaptation infor-
mation

Changes in the user context Service Substitution, Re-negotiation, Re-composition,
Trigger Evolution, Log/update relevant adaptation infor-
mation

Table 2.3: Relationships between triggers and adaptation strategies

possibility of the application still to accomplish its current task). Depending on these parameters different
strategies may apply (Table 2.3).

2.3.4 Design Guidelines

In order to design adaptable SBAs, it is necessary to relate adaptation triggers and adaptation strategies
together. This may be done in various ways.

First, this may be done by hard-coding the corresponding elements directly in the main logic of
SBAs. On the one hand, such approach does not require any specific tool and mechanism on the side of
the design and execution infrastructure. On the other hand, this overloads the logic of the application,
thus making it error-prone and difficult to maintain, and requires ad-hoc and non-reusable solutions when
not supported by the SBA language.

Second, the adaptation logic may be hard-coded in the SBA infrastructure. While this approach
clearly follows principle of separation of concerns, it is not flexible and, therefore, is hard to change it
when a specific adaptation need or application domain is dealt with.

Finally, it is possible to provide design patterns and tools that allow for flexible and transparent
modeling and integrating adaptation strategies and triggers. On the one hand, this allows adaptation
designers to focus solely on the adaptation aspect. On the other hand, this would allow for the flexibility
and reuse of the adaptation mechanisms. In particular, it is necessary to come up with the principles and
guidelines for:

• Modeling adaptation triggers, i.e., both the situation when the adaptation is needed (monitored
property) and the specific adaptation need.

• Realizing adaptation strategies. This includes modeling strategies, their properties, and their ag-
gregation, and relating them to the underlying mechanisms and run-time infrastructure.

• Associating adaptation strategies to triggers. We have already demonstrated how the scope and
impact of change influence this relation. Other factors may include autonomy (i.e., if the adaptation
should be done without human involvement) or performance (e.g., how fast an adaptation strategy
is).

One of the key aspects cross-cutting these design tasks is the dynamicity of the environment with
respect to the adaptation problem. This refers (i) to the diversity of specific adaptation needs and (ii) to
the diversity of factors the adaptation strategies depend on. According to this distinction, the following
design approaches may be defined.

• Built-in adaptation. If possible adaptation needs and possible adaptation configurations are fixed
and known a priori, it is possible to completely specify them at design time. The focus is on spec-
ifying situations, under which adaptation is triggered, and the concrete actions to be performed.
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The specification may be performed by extending the standard SBA notations (e.g., BPEL) with
the adaptation-specific tools using ECA-like (event-condition-action) rules , variability modeling,
or aspect-oriented approaches. Typical strategies suitable for such adaptations are: service substi-
tution (by selection from predefined list of options), re-execution, compensation, re-composition
(by using predefined variants), fail.

• Abstraction-based adaptation. When the adaptation needs are fixed, but the possible configu-
rations in which adaptation is triggered, are not known a priori, the concrete adaptation actions
cannot be completely defined at design time. In such a case, a typical pattern is to define a
generic model of an SBA and a generic adaptation strategy, which are then made concrete at
deployment/run-time. For example, abstract composition model, where concrete services are dis-
covered and bound at run-time based on the context; defining at design time a composition goal
or utility function, which is then achieved or optimized by dynamic service re-composition at run-
time based on a specific environment and available services. Here the focus should be on the
design of such abstract models (e.g., for specifying abstract process models or composition goals)
and on the design of parametrized adaptation mechanisms. Strategies that may be used for such
adaptation are service concretization, service substitution (by dynamic discovery), re-composition
(based on predefined goal/utility function), re-negotiation.

• Dynamic adaptation. Finally, it is possible that adaptation needs that may occur at run-time are
not known or cannot be enumerated at design time. In such a case, it is necessary to provide spe-
cific mechanisms that select and instantiate adaptation strategies depending on a specific trigger
and situation. The examples of the scenarios, where such adaptation is needed may include mod-
ifications or corrections of business process instances via ad- hoc actions and changes performed
by business analyst, changes in the user activities that entail modification of current composition
and creation of new ones. At run-time, these mechanisms are exploited to (i) identify one or more
suitable adaptation strategies depending on a concrete situation, (ii) define concrete actions and
parameters of those strategies, and (iii) execute them using the appropriate mechanisms. This type
of adaptation may be built on top of the others to realize specific adaptation needs; the focus, how-
ever, is on the mechanisms for extracting specific adaptation strategies and actions at run-time.
Accordingly, different strategies may apply here: re-composition, service substitution, and com-
pensation, re-execution, evolution, fail. The realization mechanisms, however, are different; they
may require active user involvement (e.g., for making decisions, for performing ad-hoc changes,
etc.).

Reference paper [10] demonstrates the application of these considerations and guidelines to the motivat-
ing scenarios (Automotive, Wine-Production, Mobile).

2.4 Adaptation of Services: A Maintenance Process?

2.4.1 Adaptation of Services

There have been many approaches proposed for development of SBAs, however few of them address
the adaptability phases in the S-Cube reference life-cycle in Figure 1.1. In order to address this prob-
lem we have mined adaptation-specific practices from two complementary sources identifying practices
which can be carried out within the Adaptation phase of the S-Cube life-cycle [9]. For the purposes of
this research we have focused both on service oriented architecture (SOA) approaches, and on software
engineering processes. While the S-Cube life-cycle shows the Adaptation Cycle and breaks it into three
constituent parts - Identify adaptation needs, Identify adaptation strategy, Enact adaptation - we need to
define what practices should occur within each of these. In the Phase I development, we identified the
adaptation-related activities within existing service oriented architecture (SOA) approaches, thus provid-
ing practices which should be included in the S-Cube Adaptation life-cycle as defined by SOA. During
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Phase II development, we carried out a gap-analysis comparing SOA adaptation and the software en-
gineering maintenance process, focusing particularly on ISO/IEC 14764. ISO/IEC 14764 is a software
engineering standard which outlines a detailed software maintenance process. Through this analysis, we
identified that there are other practices, which, for effective implementation of Adaptation of Services,
should be included within the more detailed level of the life-cycle.

2.4.2 Phase I: Adaptation-Related Practices

Our first step in the identification of the Adaptation practices proposed was to examine current SOA
approaches as well as adaptation aspects from existing S-Cube deliverables (CD-JRA-1.1.2, CD-JRA-
1.2.1, CD-JRA-1.2.2 [28]), analysing these to identify where they would fit into the S-Cube life-cycle
model.

S-Cube Deliverables

One of the objectives is to identify adaptation requirements that are either raised by the human beings
involved in the execution of service-based applications or generated by the technological environment in
which the system is running. As soon as the need for adaptation is identified, the methods and strategies
for adaptation should be decided in the step of Identify adaptation strategy. The actual adaptation execu-
tion takes place in the step of Enact adaptation. Another objective is to decide if and when to take these
requirement into consideration in that some requirements might be conflict with each other. With this
objective, relevant information of the behavior of the system has to be collected and evaluated. Hence,
monitoring is also required in this step. Within S-Cube deliverables, we identified nine practices from
the three adaption steps. These are:

• Identify adaptation need

– Define adaptation requirements: Identify the aspects of the SBA model that are subject to
change, and the expected outcome of the adaptation process.

– Define requirements to the monitoring subject: In order to satisfy the adaptation require-
ments, this practice focuses on specifying what artifacts are expected to be monitored

– Define monitored property: Specify which properties of the monitoring subject should be
monitored.

– Provide monitoring functionality: Monitoring functionalities that satisfy the monitoring re-
quirements are provided through monitoring realization mechanism.

– Collect monitoring results for adaptation: Results of monitoring are collected and analyzed.
– Trigger adaptation: Evaluate the results from the monitoring analysis against adaptation

requirements. If the need for adaptation is identified, send a request to trigger adaptation
process.

• Identify adaptation strategy

– Design adaptation strategy: Design the ways through which the adaptation requirements are
satisfied.

– Select adaptation strategy: Decide which particular adaptation strategy to be chosen based
on the specific adaptation needs.

• Enact adaptation

– Perform adaptation: The actual adaptation process is performed through adaptation realiza-
tion mechanisms based on the selected adaption strategy.

These adaptation-related practices are presented in [9, Figure 2].
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SOA Engineering Approaches

The next stage of this project was to identify what adaptation practices are identified within SOA engi-
neering approaches. For the research presented here, we analysed 16 SOA approaches [29] [30] [31] [32]
[33] [34] [35] [36] [37] [38] [39] [40] [41] [4] [42] [43], and note that only five approaches explicitly
mentioned some activities or tasks that are related to adaptation. These five approaches and the activities
identified to be related to adaptation are illustrated in [9, Figure 3].

Identification of Adaptation Practices

Through our analysis of the S-Cube literature and the SOA approaches, we took two steps to map the
adaptation practices identified from SOA approaches to the ones from S-Cube deliverables:

− Step 1: Cluster adaptation-related practices identified from SOA approaches that share similar
objectives in the analysis performed, we identified that different practices identified from SOA
approaches share similar objectives. For instance, monitoring messages sequences from AS-
TRO, monitor service, application, middleware, OS, hardware, and network from BEA,
monitor workloads from SDLC, and monitor services from the SeCSE methodology are all
about performing monitoring but on different subjects. Therefore, we clustered them into a group
called monitoring.

− Step 2: Map the clustered practices to the S-Cube life cycle when analysing S-Cube literature,
we were also able to identify those practices which existed in both defined SOA approaches and
were previously identified in S-Cube deliverables and were subsequently clustered together and
mapped to the S-Cube lifecycle phases. For instance, detect protocol violations from ASTRO
aims at catching the misbehaviors by external partners according to the business process protocol;
evaluate SLA QoS metrics aims at assessing quality attributes of the system of interest based on
the corresponding SLAs. Both of these two practices assess the execution of the system against
pre-defined requirements by collecting and analyzing monitoring results. Therefore, we mapped
these two practices to collect monitoring results for adaptation in the S-Cube reference model as
shown in Figure 2.7.

During this step, we noticed that some adaptation practices we identified belong to the Adaptation
phase, there are others which, while coming under Adaptation within SOA approaches and S-
Cube life-cycle literature, actually belong to the Evolution phase of the S-Cube life-cycle. For
instance, KPIs and management policies (from BEA) as well as service properties (from the SeCSE
methodology) are defined at the requirement engineering phase. They are not directly used by
adaptation practices but are relevant to adaptation process in that specifying these attributes makes
corresponding monitoring and assessment possible.

Progression through these steps allowed us to develop a modified S-Cube life-cycle model for the
Adaptation phase as shown in Figure 2.7.

2.4.3 Phase II: Software Maintenance Practices

For the second phase of adaptation practice identification, we focused on the software maintenance pro-
cess. As adaptation is the modification of software in a dynamic environment, we expected that practices
from static modification (maintenance) would or could also be of importance during services evolution.
During Phase II development, we mapped maintenance practices from ISO/IEC 14764 to the adapta-
tion activity groups illustrated in Figure 2.8. Some of the maintenance practices are also relevant to the
evolutionary phases of the reference lifecycle. However we are focusing on adaptation for this phase.
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Figure 2.7: Mapping between adaptation-related activities identified from the SOA approaches and S-
Cube lifecycle phases (from the S-Cube life cycle model perspective).

Maintenance Practices which are Applicable to Adaptation Activities

Of the 19 maintenance practices identified from the software engineering literature (ISO/IEC 14764), 13
of them can be mapped to adaptation activities. Table 2.4 shows which maintenance practices can be
mapped to which adaptation activities.

Many of the mappings in Table 2.4 are apparent, for example “Maintenance plans and procedures ”
to “Design adaptation strategy” or “Modification Request/Problem Report procedures” to “Provide mon-
itoring functionality”. Some of the other mappings however are not so apparent, such as “Maintenance
Review/Acceptance” practices that map to the “Collect monitoring results for adaptation” phase. Here
we will explain the mappings from Table 2.4.

(1) Process Implementation The process implementation process area has activities such as mainte-
nance planning and configuration management that would be beneficial to adaptation of services.
Maintenance plans would be quite similar to an adaptation plan or strategy for a SBA. Similarly it
is also worth noting that when an SBA adapts, the new service configuration could be tracked with
a configuration management system.

(2) Problem and Modification Analysis Practices from the Problem and Modification Analysis pro-
cess area can be mapped quite intuitively to the requirements, design and monitoring activities for
SBAs.

(3) Modification Implementation In the Modification Implementation process area the Analysis
practice could be part of service requirements gathering, and the Development Process practices
could be leveraged for performing SBA adaptations.

(4) Maintenance Review/Acceptance The review practices could be beneficial to monitoring activi-
ties for a number of reasons. Reviews involve the collection/monitoring of data, after which further
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Maintenance Practices Adaptation Activities

1 Process Implementation
Maintenance plans and procedures Design adaptation strategy
MR/PR procedures Provide monitoring functionality
Configuration management Perform adaptation

2 Problem and Modification Analysis
MR/PR analysis Define adaptation requirements
Verification Collect monitoring results for adapta-

tion
Options Design adaptation strategy
Approval Select adaptation strategy

3 Modification Implementation
Analysis Define adaptation requirements
Development process Perform adaptation

4 Maintenance Review/Acceptance
Reviews Collect monitoring results for adapta-

tion
Approval

5 Migration
Migration Define adaptation requirements
Migration plan Design adaptation strategy
Post-operation review Collect monitoring results for adapta-

tion

Table 2.4: Maintenance Practice to Adaptation Activity Mapping

action may need to be taken. Similarly reviews are carried out continuously to ensure that soft-
ware systems are performing acceptably to predefined measures such as Service Level Agreements
(SLAs).

(5) Migration At first it is difficult to see how Migration practices may be mapped to the adapta-
tion activity groups, however if Migration is seen as adaptive maintenance then the comparison
becomes more clear. Adaptive maintenance shares many of the same characteristics as service
adaptation in that the adaptation needs requirements, strategy and monitoring.

Maintenance Practices which are not Applicable to Adaptation Activities

Not all of the maintenance practices from ISO/IEC 14764 could be mapped to the adaptation activities
because they are too specific to the maintenance process. The documentation practice from the mainte-
nance process does not get included or is paid very little attention to in any of the adaptation activities
covered in the literature. The 4 migration practices: notification of intent, implement operations and
training, notification of completion and data archival are specific to the the maintenance of traditional
software and cannot be leveraged for service adaptation.

As a result of the mapping that we carried out, we have developed practices within the S-Cube life-
cycle as shown in Figure 2.8.

2.5 A Unified Formal Model for Controlled Evolution of Services

During the life time of a service a series of changes can be applied to it. These changes may have an
impact on the environment of the services i.e., on the clients and other services that are using them as
part of a service composition, and may require their adaptation in turn. This can create a propagating
effect throughout the network that the service participates in. The research presented in [12] focuses on
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Figure 2.8: Mapping maintenance processes to S-Cube reference lifecycle.

identifying the criteria under which changes to service interfaces can be said to constitute controlled evo-
lution of a service by not having an impact on the service environment. In this sense this work provides
the service developers with the means to decide and evaluate the impact of a proposed modification of a
service either as part of the Evolution or the Adaptation cycle. It also allows SBA stakeholders to check
whether a change to one of its composed services requires the initiation of the Adaptation cycle or it can
be resolved as part of the Evolution cycle (e.g. by re-binding the SBA to the new version of the service).

The enforcement of controlled evolution is a non-trivial problem: a robust and flexible framework
for service description, together with a set of mechanisms for reasoning about the effect of changes to
the services’ environment are required. In particular:

2.5.1 Service Description

A service description as defined in the OASIS Reference Architecture [44] is an information artifact
containing not only the description of the service interfaces but also information like conversation proto-
col schemes and QoS characteristics. This information is required by the potential consumers to decide
whether the service is appropriate for their needs and consequently on how to consume it. Previous
approaches to the problem of service description have focused on either the structure or the behavior
of services and have not integrated the two aspects seamlessly. Our goal in [12] is to provide a unified
framework for modeling these two aspects of services that will allow service providers and consumers to
reason about both in terms of interoperability.

Furthermore, the fact that the producer and consumer roles are not mutually exclusive but mutable
in a service ecosystem has to be acknowledged and reflected in the description of a service. The rela-
tionships between what the service consumes from other providers and what it provides to its consumers
have to be identified. A service provider can then reason about whether a change to one of his providers
will affect his consumers and act accordingly. Service description should also be technology-agnostic to
avoid different assumptions and discrepancies due to the implementation details of various technological
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standards. At the same time it should map easily to existing (Web) services standards so that it is directly
applicable to existing service implementations. Service providers must also have the means to reason
about and control the impact of evolution of their services to their consumers. Mechanisms must be put
in place to guarantee that - at least in terms of description - a change to a service is shallow [45].

At the heart of the proposed service description model is the Abstract Service Description (ASD)
that represents a particular version of a service. An ASD consists of elements - informational constructs
representing the building blocks of the service - and their relationships. The elements have types in the
sense of classic typing theory [46] defining their structure. In that respect, each element and relationship
is considered an evaluation of its respective type. Furthermore, each ASD is generated from a meta-
model that contains generic concepts and their relationships - “classes” of element and relationship with
common characteristics in all service descriptions.

In [47] we introduced a formal reference model for the technology agnostic description of services
that made a similar distinction between concepts and elements. In [12] we modify this model so we can
apply typing theory principles to it. More specifically, we apply the subtyping relation≤ as defined in [?]
to compare element types: an element type is a subtype of another iff it contains all the constituent parts
of the latter element type or subtypes of them (and possibly more). This property allows for replacing one
element with another under certain conditions, investigated in the later sections of the paper. Comparing
relationships to check for replaceability requires a different approach since relationships can only differ
in terms of their multiplicity domains in order to be comparable. For that purpose we are extending the
subset ⊆ relation in a similar to subtyping fashion.

2.5.2 Behavioral Aspects of Service Description

The concepts and elements discussed in the previous section focus on the syntax and structure of services
and they are not suitable for behavioral aspects like the data and control flow of operations, messages
and message content. For that purpose, based on the work on Web service contracts and following the
notation of [48] and [49] we introduce the notion of orderings.

First though we need to introduce a way to partition the element set E := ei, i = 1, ..., n of an
ASD based on the purpose of each element. More specifically, we define the sets Required Ereq that
contains the input-type elements of an ASD and Provided Epro that contains the output-type elements
of an ASD [50]. It holds that Ereq ∪ Epro = E . The relationship set Re can be segmented in a similar
way: r ∈ Re,view ⇔ ∃e ∈ Eview/r.ename ∈ E where view = req, pro. In other words, the relationship
belongs to the view that the source element belongs to. Based on this view on the elements set we define
the orderings set as:

Definition Orderings O is the set of (possibly infinite) terms that can be generated from the set
N = {ename | ∀e ∈ E} containing all the element names from set E using the following grammar:

a = n | n̄, n ∈ N
o := 0 | a.o | o+ o | o⊕ o | o ‖ o | o⊗

where:

− with n we denote the name of an element that belongs to the Ereq set, and n̄ to the Epro set
respectively,

− 0 is the empty ordering, containing no action,

− . the sequence operator: x.y means that y succeeds x,

− + the external choice: the consumer of the service chooses (exactly one) between the options x
and y in the ordering x+ y,

− ⊕ the internal choice: as the external choice, but this time the provider chooses,
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− ‖ the parallel operator: x ‖ y means that both orderings occur in parallel,

− ⊗ the internal Kleene star: x⊗ denotes a finite sequence of x orderings.

We therefore extend the work on service contracts in [49] in three important dimensions:

(1) Service contracts assume the existence of a unique naming scheme for their elements and focus
on the behavioral description of a service, ignoring the syntax and structure of the service descrip-
tion. not only provides the required naming scheme but at the same time it provides an explicit
connection between behavioral and structural description aspects.

(2) Based on the connection between these aspects we are able to apply the same mechanism for
describing not only the ordering of messages and operations but also the ordering of the content of
the messages themselves.

(3) The work on contracts focus on identifying compatible providers and consumers; our emphasis is
on the evolutionary aspect of the service description.

As in the case of elements and relationships, service evolution is also expressed through changes to
orderings. This calls for a way to compare versions of orderings and check whether one can be replaced
safely by another. For that purpose we will be using the weak subcontract relation � [49] which behaves
as the (inversed) subtyping for orderings. Very briefly, this relation holds between σ � τ if every client
that works with σ can also work with τ . � has two basic properties: it allows the replacement of one
ordering with a “more deterministic” one (e.g. āc1⊕ āc2.ac3 � āc1 since a client that expects either āc1
or āc2.ac3 can work also with simply ac1). It also allows for the replacement of an ordering with one
that offers more options (e.g., āc1 � āc1 + āc2.ac3 since the second option can simply be ignored) either
in terms of width (more available actions) or depth (longer orderings). For further theoretical details on
the definition see [49].

2.5.3 Controlled Evolution of Services

The use of elements and their relationships in conjunction with the orderings provides us with the means
to describe both structural and behavioral aspects of a service using the ASD:

Definition ((Unified) ASD) An Abstract Service Description (ASD) S of a service s is the triple
(E ,Re,O) of its elements, relationships and orderings.

This definition of an ASD as S encompasses both aspects and describes both structure and behavior
of a service independently of the technology used. Furthermore the application of the segmentation of
E ,Re using views (but not of O since it contain orderings that belong to both views) provides us with
the means to distinguish between the purpose of the description element, relationship or ordering with
respect to the service role in a particular interaction.

In addition, in [12] we discuss how existing Web services standards can be mapped to the presented
technology-agnostic theoretical framework. Some of the artifacts (building blocks) of the standards have
been omitted for reasons of brevity and relevance (e.g. “syntactic sugar”) but the crucial constructs of
each of the major standards for Web services, i.e., XML Schema, WSDL and BPEL have been included.

The application of shallow changes to a service according to the classification of [45] means that a
change to a service will not afect its consumers and as such it is possible to replace one version of the
service with another. In that case we are characterising the new ASD as conformant to the older version.
Conformance can be defined (and checked) using the subtyping, subsetting and subcontracting relations
introduced in the previous sections as follows:

Definition (ASD Conformance) An ASD S′ = (E ′,R′,O′) of a service is conformant w.r.t. to
another ASD S = (E ,R,O), and we write S ≤ S′, if
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1.∀e ∈ Ereq,∀r ∈ Rreq, ∃e′ ∈ E ′req, ∃r′ ∈ R′req/e ≤ e′ ∧ r ⊆ r′(contravariance of input)
2.∀e ∈ Epro, ∀r ∈ Rpro,∃e′ ∈ E ′pro, ∃r′ ∈ R′pro/e ≤ e′ ∧ r ⊆ r′(contravariance of output)
3.∀o ∈ O,∃o′ ∈ O′ : o � o′, (invariance of behavior)

This modular definition of conformance provides a formal foundation to discuss backward- and
forward-compatible service versions that have been previously documented as best practices and design
guidelines in a series of industry articles. It can be shown that the techniques discussed for compatibility
in these articles are a subset of the possible conformant-respecting changes that can occur to an ASD.
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Chapter 3

Research Contribution

The research by [13] and discussed in Section 2.1.1 has allowed the project team to attain a greater
understanding of TSE and SOSE process models and characteristics of SOSE methodologies. This
aids the establishment of guidelines and principles for engineering large scale and complex SBAs. It
points out aspects that differentiate between service engineering and traditional software engineering
and highlights issues which need to be focused on when developing of SBAs. The study of the link
between the SOSE development process and delivered SBAs may further point out whether the emphasis
on service aspects may eventually facilitate the delivery of high quality SBAs or whether it only aids
the development process itself. The research in this deliverable and its associated papers, are working
towards aspects of the S-Cube project as presented in Chapter 1:

(1) Understand how to model and reason on the context from where adaptation/evolution requirements
should come.

(2) Consolidate our understanding on adaptation and evolution of service-based applications and iden-
tify proper approaches for selecting adaptation requirements and for reason on them in order to
handle possible conflicts and inconsistencies.

(3) Integrate the results achieved on the human-computer interaction aspects with the body of knowl-
edge we have acquired on the life cycle for adaptable service-based applications.

In order to offer efficient and reliable applications, it is necessary to guarantee that the service com-
ponents are always aligned with the changing world around them. We have presented research which
contributes to the early requirements stage of the S-Cube life-cycle. It enables the documentation of
requirements that are discovered using alternative course events specific to the characteristics of service-
based applications. These requirements are specified using guidelines that are tailored to the required
characteristics of such applications.

We have also demonstrated that each adaptation strategy has different functionalities, characteristics,
and consequences, and its suitability for dealing with a specific change can be strictly related to the
context and the whole application functional and non-functional requirements. This suggests that the
identification of the most suitable adaptation strategy to activate can be a complex issue since different
system characteristics have to be considered and that this complex issue should be considered when
designing service-oriented systems for adaptation.

We have shown that there are subsequent levels that we need to specify in the S-Cube life-cycle. We
have considered actions and artefacts which should be part of the life-cycle and identified phases where
these are used. In addition, through the investigation of software engineering maintenance and software-
oriented processes, we have commenced the definition of practices for use in services development to
ensure adaptation.

Additionally, we investigated under which criteria can the evolution/adaptation of a service, ex-
pressed as a modification of the service interface, be safe i.e., impact-free for its environemnt (users
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and other services). Since SBAs and Adaptable SBAs compose and depend on a number of services
for their operation then they are subject to changes that are the result of either the Adaptation or the
Evolution cycle of each service in turn. Being able to predict as a service provider the impact of a (new)
version of a service to its environment allows for deciding on the versioning strategy to be followed
(maintain one version, only major versions, major and minor versions) which is crucial for the deploy-
ment and provisioning and operation and management phases of the life-cycle. Furthermore, it provides
the (Adaptable) SBA with a mechanism for checking whether a change to one of its composed services
requires the initiation of the Adaptation cycle or it can be covered within the Evolution cycle by e.g.
re-binding.

We have presented which ingredients are needed for building and operating Adaptable Service-Based
Applications. An Adaptable SBA not only is usually able to satisfy some requirements, but it also poses
new requirements in terms of monitoring and adaptation aspects. For this reason we have introduced
adaptation and monitoring requirements. The former concern the need for detecting situations that may
trigger the need for adapting an SBA. The latter are fulfilled by adaptation strategies that can be executed
during the adaptation process that is triggered by monitored events or by any other external stimulus that
can be acquired by the system and that leads to the modification of the adaptable SBA. Moreover we
have introduced the context aspect that includes users and execution properties. Execution properties
are those that concern the conditions under which the SBA and its component service execute. We have
further developed the Adaptation cycle, investigating the identification of adaptation needs, identification
of adaptation strategy and the enacting of adaptation at a practice level.

The need of a holistic approach for the development of adaptable service based applications arises
due to the complexity and the dynamism of such systems. The research for this deliverable has allowed
us to further define the S-Cube life cycle, demonstrating the importance of context for requirements,
specifying the adaptation- and monitoring-specific actions and the main design artefacts that are exploited
to perform adaptation and the phases where they are used, and defining the practices for the Adaptation
phase.
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Chapter 4

Conclusion

4.1 Contribution to S-Cube Vision

The research presented in this S-Cube deliverable has allowed the project team to work towards the S-
Cube research vision from a number of different perspectives. We have commenced the integration of
theories and knowledge from a variety of disciplines - mainly, at this point, services and software engi-
neering. The research also contributes to the wider S-Cube vision for codifying knowledge to improve
the specification of service-based applications. The research has deepened our understanding of how
SOSE and TSE can be integrated to develop a more detailed S-Cube life-cycle. We see this being a
significant input to IA 3, as we have researched developed principles for engineering and adaptation of
service-oriented systems. The knowledge gained during the research presented here will be input into the
Convergence Knowledge Model being developed in IA 1.1. Additionally, we envisage that the S-Cube
life-cycle will be evaluated by industry, thus contributing to work package IA 2.2. It is important that
in future activities that the research from this work-package is integrated with output from JRA 2, as
the business models from this work package should be supportive of any life-cycle developed within the
S-Cube project.

4.2 Future Research

We plan to study the extent to which service aspects play a role in the SOSE development process by
carrying out a survey on the existing SOSE methodologies. We also plan to evaluate the impact of in-
corporating service aspects on SOSE process models by conducting industrial case studies to investigate
opinions from real stakeholders involved in SOSE projects. By doing so, we may gain insight in how
to emphasize the characteristics of SOSE methodologies and link them to the delivered SBAs. This re-
search will support our working toward the goal of defining a holistic design method for adaptable SBAs.
Possible future research includes:

(1) a refinement of guidelines, principles and practices;

(2) a formalization of guidelines, principles and practices;

(3) a definition of more precise criteria to decide on the patterns that are most appropriate for a given
adaptation need;

(4) the development of mechanisms and tools that support the methodology proposed. We envisage
an empirical evaluation of the proposed methodology by applying it to the real-world scenarios.

In designing for adaptation, we need to take the Adaptation phase into account. Our research to date
on each of these topics will contribute to further investigate the connection between these two phases of
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the S-Cube life cycle. In addition, we reported proposed formative evaluations of the environment in use
with requirements analysts in different organizations across Europe. The most obvious evolution of this
research is to link classes of abnormal behaviour and state to different adaptation and evolution strategies
that are being developed in JRA1.1.

4.3 Conclusion

In this S-Cube deliverable, the focus has been on refinement of the phases within the S-Cube life cycle.
We have researched aspects of requirements, design for adaptation and monitoring, and the adaptation
cycle, while also developing a formal model for the controlled evolution of services and have presented
the results in detail in [9][12][10][13][14]. This research will be developed further in the next phases of
the S-Cube project.
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Appendix A

Notes on the usage of UML

UML has been used in this deliverable to describe part of our knowledge model. From the rich set of
modeling constructs available for UML class diagrams, we chose the following subset with the meaning
described below (see [51] for the rationale of using UML for knowledge modeling):

• Actors: An actor represents an entity of the application domain having some active role in the
knowledge model. The role an actor has, could be played by a human or even by a system.
• Class: A class is used to document a concept of our knowledge model. Intrinsic properties, i. e.,

properties belonging only to this concept, are modelled as attributes. Mutual properties, i. e.,
properties representing a relation between concepts are represented as associations or aggregations
(for the distinction between intrinsic and mutual properties, please refer to [52, p. 222]).
• Association: An association represents a relation between two (or more) concepts (mutual prop-

erty). The label of the association describes the relation verbally.
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